Using TCP/IP sockets, write a client-server program to make client send the file name and the server to send back the contents of the requested file name “sample.txt” with the following contents: “Hello we are at Computer Networks Lab”. Display suitable error message in case the file is not present in the server.

#include <stdio.h>

#include <sys/socket.h>

#include <netinet/in.h>

#include <string.h>

#include <unistd.h>

#include <fcntl.h>

#include <arpa/inet.h>

#define bufsize 1024

int main(){

int clientSocket;

char buffer[1024],fname[255];

struct sockaddr\_in serverAddr;

socklen\_t addr\_size;

/\*---- Create the socket. The three arguments are: ----\*/

/\* 1) Internet domain 2) Stream socket 3) Default protocol (TCP in this case) \*/

clientSocket = socket(PF\_INET, SOCK\_STREAM, 0);

/\*---- Configure settings of the server address struct ----\*/

/\* Address family = Internet \*/

serverAddr.sin\_family = AF\_INET;

/\* Set port number, using htons function to use proper byte order \*/

serverAddr.sin\_port = htons(7891);

/\* Set IP address to localhost \*/

serverAddr.sin\_addr.s\_addr = inet\_addr("127.0.0.1");

/\* Set all bits of the padding field to 0 \*/

memset(serverAddr.sin\_zero, '\0', sizeof serverAddr.sin\_zero);

/\*---- Connect the socket to the server using the address struct ----\*/

addr\_size = sizeof serverAddr;

connect(clientSocket, (struct sockaddr \*) &serverAddr, addr\_size);

printf("\nEnter filename: ");scanf("%s",fname);

send(clientSocket,fname,255,0);

printf("\nResponse:\n");

/\*---- Read the message from the server into the buffer ----\*/

while((recv(clientSocket, buffer, bufsize, 0))>0)

printf("%s",buffer);

printf("\n");

return close(clientSocket);

}

#include <stdio.h>

#include <sys/socket.h>

#include <netinet/in.h>

#include <string.h>

#include <stdlib.h>

#include <unistd.h>

#include <arpa/inet.h>

#include <fcntl.h>

#define bufsize 1024

int main(){

int serverSocket, newSocket;

char buffer[bufsize];

char fname[255];

int fd,n;

struct sockaddr\_in serverAddr;

struct sockaddr\_storage serverStorage;

socklen\_t addr\_size;

/\*---- Create the socket. The three arguments are: ----\*/

/\* 1) Internet domain 2) Stream socket 3) Default protocol (TCP in this case) \*/

serverSocket = socket(PF\_INET, SOCK\_STREAM, 0);

/\*---- Configure settings of the server address struct ----\*/

/\* Address family = Internet \*/

serverAddr.sin\_family = AF\_INET;

/\* Set port number, using htons function to use proper byte order \*/

serverAddr.sin\_port = htons(7891);

/\* Set IP address to localhost \*/

serverAddr.sin\_addr.s\_addr = inet\_addr("127.0.0.1");

/\* Set all bits of the padding field to 0 \*/

memset(serverAddr.sin\_zero, '\0', sizeof serverAddr.sin\_zero);

/\*---- Bind the address struct to the socket ----\*/

bind(serverSocket, (struct sockaddr \*) &serverAddr, sizeof(serverAddr));

/\*---- Listen on the socket, with 5 max connection requests queued ----\*/

if(listen(serverSocket,5)==0)

printf("Listening\n");

else

printf("Error\n");

/\*---- Accept call creates a new socket for the incoming connection ---\*/

addr\_size = sizeof serverStorage;

newSocket = accept(serverSocket, (struct sockaddr \*) &serverStorage, &addr\_size);

/\*---- receive file name from the incoming connection ----\*/

recv(newSocket,fname,255,0);

fd=open(fname,O\_RDONLY);

if(fd==-1){

strcpy(buffer,"No file found!");

n = strlen(buffer);

}

else{

n=read(fd,buffer,bufsize);

}

send(newSocket,buffer,n,0);

close(newSocket);

return close(serverSocket);

}

Run server.c first

Run Server

Create Sample.txt

**Data transfer in unreliable network code using CRC (16-bits) Technique.**

#include<stdio.h>

#include<string.h>

#define N strlen(g)

char t[28];//stores test data

char cs[28]; //stores crc checksum

char g[]="10001000000100001"; //generator polynomial

int a,e,c;

void xor()

{

for(c = 1;c < N; c++) // do xor operation from index 1 till N-1

cs[c] = (( cs[c] == g[c])?'0':'1');

}

void crc()

{

for(e=0;e<N;e++)

cs[e]=t[e]; //copy the padded data to cs array

do{

if(cs[0]=='1') // if the first element is 1 , only then go ahead with xor operation

xor(); //xor with generator polynomial

for(c=0;c<N-1;c++)

cs[c]=cs[c+1]; // as we are not doing xor operation for the 0th index , we just push it out from the existing cs array and make the 1st index as the 0th index.

cs[c]=t[e++]; // as we pushed the element at the 0th index out , we take the next element from the padded data to our xor operand.

} while(e<=a+N-1); // we continue this process till all the extra elements from the padded data are added to our xor operand and the division process is complete.

}

int main()

{

printf("\nEnter data : ");

scanf("%s",t);

printf("\n----------------------------------------");

printf("\nGeneratng polynomial : %s",g);

a=strlen(t);

for(e=a;e<a+N-1;e++)

t[e]='0';

printf("\n----------------------------------------");

printf("\nPadded data is : %s",t);

printf("\n----------------------------------------");

crc();

printf("\nChecksum is : %s",cs);

for(e=a;e<a+N-1;e++)

t[e]=cs[e-a];

printf("\n----------------------------------------");

printf("\nFinal codeword is : %s",t);

printf("\n----------------------------------------");

printf("\nTest error detection 0(yes) 1(no)? : ");

scanf("%d",&e);

if(e==0)

{

do{

printf("\nEnter the position where error is to be inserted : ");

scanf("%d",&e);

}while(e==0 || e>a+N-1);

t[e-1]=(t[e-1]=='0')?'1':'0';

printf("\n----------------------------------------");

printf("\nErroneous data : %s\n",t);

}

crc();

for(e=0;(e<N-1) && (cs[e]!='1');e++){} // checksum (i.e cs array ) should have all zeroes after performing crc operation, so if any 1 is found e is not incremented and hence e will become less than N-1 and therefore we can say there is an error in the transmitted message.

if(e<N-1)

printf("\nError detected\n\n");

else

printf("\nNo error detected\n\n");

printf("\n----------------------------------------\n");

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

#include <iostream>

#include <stdio.h> // Needed for printf() to get nice hex values

#include <stdlib.h> // Needed for rand()

using namespace std;

//----- Type defines ----------------------------------------------

typedef unsigned char byte; // Byte is a char

typedef unsigned short int word16; // 16-bit word is a short int

typedef unsigned int word32; // 32-bit word is an int

//----- Globals --------------------------------------------------

int BUFFER\_LEN=4096; // Length of buffer when using random data

//----- Prototypes -----------------------------------------------

word16 checksum(byte \*addr, word32 count,word32 initsum = 0);

//===== Main function=============================================

int main(void)

{

byte buff[BUFFER\_LEN]; // Buffer of packet bytes

word16 check; // 16-bit checksum value

word32 i,ch,v=0; // Loop counter and choice

printf("Use random values(0) or enter data(1) for checksum demo:");

cin>>ch;

if(ch){

printf("Enter the number of bytes:");

cin>>BUFFER\_LEN;

printf("Enter the %d bytes:",BUFFER\_LEN);

for (i=0; i<BUFFER\_LEN; i++)

cin>>buff[i];

v = 1;//indicates verbose

}

else

{

srand(time(NULL));

// Load buffer with BUFFER\_LEN random bytes

for (i=0; i<BUFFER\_LEN; i++)

buff[i] = (byte) rand();

}

if(v) printf("\nOriginal Data:%s\n",buff);

// Compute the 16-bit checksum

check = checksum(buff, BUFFER\_LEN);

printf("\nOriginal checksum of data = %04X\n", check);

printf("\nTest error detection 0(yes) 1(no)? : ");

cin>>ch;

if(ch==0)

{

do{

do{

printf("\nEnter the position where error is to be inserted(or 0 to stop) : ");

cin>>ch;

}while(ch>BUFFER\_LEN-1);

buff[ch]++;

}while(ch!=0);

}

if(v) printf("\nNew Data:%s\n",buff);

check = checksum(buff,BUFFER\_LEN,check);

// Output the checksum

printf("\nValidated checksum = %04X\n", check);

if(check)

printf("\nError Detected!\n");

else

printf("\nNo errors occured!\n");

}

//=====================================================================

// Compute Internet Checksum for count bytes beginning at location addr

// Passing initsum in case a checksum needs to be validated.

//=========================================================================

word16 checksum(byte \*addr, word32 count,word32 initsum)

{

word32 sum = initsum;

// Main summing loop

while(count > 1)

{

sum = sum + \*((word16 \*) addr);

count = count - 2;

(word16 \*) addr++;

}

// Add left-over byte, if any

if (count > 0)

sum = sum + \*((byte \*) addr);

// Fold 32-bit sum to 16 bits

while (sum>>16)

sum = (sum & 0xFFFF) + (sum >> 16);

return(~sum);

}